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Abstract. Companies developing software are constantly striving to gain or 
keep their competitive advantage on the market. To do so, they should balance 
what to develop themselves and what to get from elsewhere, which may be 
software components or software services. These strategic decisions need to be 
aligned with business objectives and the capabilities and constraints of possible 
options. These sourcing options include: in-house, COTS, open source and 
outsourcing. The objective of this paper is to present an approach to support 
decision-makers in selecting appropriate types of origins in a specific case that 
maximizes the benefits of the selected business strategy. The approach consists 
of three descriptive models, as well as a decision process and a knowledge 
repository. The three models are a decision model that comprises three 
cornerstones (stakeholders, origins and criteria) and is based on a taxonomy for 
formulating decision models in this context, and two supporting models 
(property models and context models).  

Component-based software engineering; service-oriented software engineering; 
decision-making. 

1 Introduction 

In the advent of software development, companies developed their own operating 
systems, proprietary programming languages and compilers (e.g. AXE10 developed 
by Ericsson). Later, companies moved away from this approach to focus their 
software development efforts on their core business (e.g. telecommunication systems 
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and features). This maturing software business has spawned two significant trends: 
specialization and commoditization [11]. Specialization became a direct result of 
commoditization as companies discovered that to stay competitive they needed to 
specialize and optimize the costs of developing the commodity parts of their products. 
At the same time, the increasing popularity of Open Source Software (OSS) 
accelerated the commoditization process and forced many software companies to look 
for alternative or multiple revenue streams and new sources of novelty and value. As 
a result, the primary focus is now on developing software that provides a competitive 
advantage (e.g. killer apps).   

Thus, it is very important for companies to decide what to develop themselves and 
what to get from elsewhere. On the strategic (executive) level, the strategy of mergers 
and acquisitions becomes a relevant option of obtaining software and organizations 
that develop it [31]. However, acquisitions may not always be feasible or possible, 
e.g. for open source communities that may not be “for sale”. Thus, decision-making 
efficiency also becomes critical for software components that can be realized using 
internal development resources (in-house), buying COTS, subcontracting or utilizing 
OSS software. Each of these four sourcing alternatives provides different benefits and 
consequences, and hence impacts or shapes the business models. For example, 
obtaining OSS software is often related to joining and participating in a software 
ecosystem [16] that entails changes in ways of working and potential challenges.  
Moreover, the selection of one of the four strategies directs the company towards one 
of the four business model archetypes: creator, distributor, lessor and broker [26]. For 
many software companies, the time when they could only focus on being creators and 
thus solving technical challenges is history.  

Component-based software engineering has been an important area of research for 
almost three decades [34] and [35]. As a complement to components, the concept of 
service-oriented software engineering has emerged [14]. An attempt to bring the two 
paradigms closer and to use them in a complementary way has been presented in [6]. 
Here, we use the term “software asset” to denote any type of software, including 
components and services that can be used for achieving the business objective for a 
specific system, product or service being developed. Software assets may be divided 
into four main types when it comes to the source or origin of the asset (henceforth 
denoted asset origin): in-house, COTS, open source and outsourcing. Within each of 
these asset origins different assets may fulfill the identified needs, for example, 
several different COTS may provide the same functionality to the user. In-house 
refers to assets developed or reused internally within an organization. Thus, in-house 
includes software having been developed within the same organization, independent 
of location (e.g. sites in another country), subsidiaries or organizational structure (e.g. 
different business area). The other three types of asset origins are external, and hence 
outsourcing is here used as a sourcing option outside the organization that needs a 
software asset [32]. 

A key decision to make is what sourcing strategy is the most optimal for an asset. 
Should it be developed in-house or should we look elsewhere? To date, research has 
focused on comparing just a few of these asset origins, in particular, in-house versus 
COTS, and in-house versus outsourcing, and to the best of our knowledge no paper 
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has addressed all four asset origins [2]. To be able to support these types of decisions 
in industry, a decision-making approach is outlined here that will form the basis for 
further research on the topic. The approach consists of three types of descriptive 
models: decision model, property model and context model, as well as a decision 
process and a knowledge repository. The main focus here is to look at decision-
making between the four different types of asset origins (in-house, COTS, open 
source and outsourcing), although the models and process described in the paper are 
expected to be able to adapt to also selecting between different components or 
services of the same type of asset origin. We do not focus here on mergers or 
acquisitions as a sourcing strategy for software assets [31].  

The remainder of the paper is outlined as follows. Section 2 presents related work 
from general decision-making theory, decision-making related to different asset 
origins, and a specific taxonomy intended to help formulating the three descriptive 
models for the purpose of making the types of decisions discussed in this paper. In 
Section 3, the proposed models are presented, and in particular their different parts are 
discussed. Section 4 introduces the concept of an evidence-based knowledge 
repository to support the decision-making process. A decision-making process 
outlining how the three descriptive models can be used is presented in Section 5. 
Section 6 provides a summary and pointers to further work. 

2 Related work  

2.1 Decision-making  

Decision theory largely deals with actors making decisions (e.g. bring an umbrella 
or not) in the face of uncertain events (e.g. rainfall or not), leading to different 
outcomes (e.g. wet or dry) and pay-offs (e.g. dry and burdened by umbrella though 
there is no rain). There are many textbook introductions to the subject, e.g. [28], as 
well as extensive literature reviews on theories of decision-making under risk [33]. 

In the area of software engineering research, decision theory has been applied to 
diverse problems such as evaluating COTS [21], determining optimal intervals for 
testing and debugging [30], evaluating software designs [7] and assessing non-
functional requirements [13]. Decision theory is also one of the cornerstones in the 
theory of value-based software engineering [4]. Empirical research includes studies 
on how people make decisions about service level agreements [11] and [12]. 

The purpose of this paper is not to make a theoretical contribution to decision 
theory in software engineering and software business, but rather to apply it to a 
particular problem class: how to select an appropriate asset origin for a particular 
piece of software (component or service). In so doing, we use decision theory 
terminology and concepts to reason about the problem and present an approach that 
will make it possible to reuse previous experience and published results alike to make 
the best possible decision, given the knowledge available. 
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2.2 Deciding on Origin 

The research related to selecting between different software asset origins is quite 
limited. In a recent systematic literature review [2], which is summarized here, no 
papers addressing all four types of asset origins were identified. However, some 
papers addressing two or in a few cases three origins were found. 

The decision models for in-house vs. COTS are mainly based on optimization 
models. The optimization models proposed in [9], [10], [17], [18], [27] and [34] help 
to decide which components should be developed in-house and which should be 
bought. Cost, delivery time, and reliability are the common objectives and constraints 
considered in all the proposed optimization models. The optimization models either 
consider single objective or multiple objectives in the decision model.  

The objective in the optimization models proposed in [9], [10], [27] and [34] is to 
minimize cost under reliability and delivery time constraints. The CODER framework 
proposed in [9] consists of a decision model based on optimization and accepts UML 
notations as an input. In [31] and [34], the authors propose an architecture 
optimization approach based on a swarm intelligence algorithm. The CODER 
framework [9] is extended in [26] and [27], allowing decision-making as early as 
requirements are available. Similarly, a general non-linear optimization model is 
proposed in [10] for the same objective and constraints i.e. minimizing cost under 
reliability and time constraints.  

Multi-objective optimization models have been proposed in [17] and [18]. A 
decision model for fault-tolerant systems is proposed in [15] and [17] with two 
objectives – to maximize reliability and minimize cost under a time constraint. In 
addition, coupling and cohesion have been considered in the decision model proposed 
in [18]. The objectives in [18] are to maximize intra-modular coupling density and 
functionality under time, cost and reliability constraints.  

Two papers focus on deciding between in-house and outsourcing [19] and [20] 
were identified. The model in [19] provides tool support for requirements clustering 
to find a cohesive group of requirements using a graph-based model. In [20], the 
authors propose a decision model using decision tables. The input is the knowledge 
specificity (business, functional and technical), and interdependencies (priority 
between software components and communication intensity among developers). 

2.3 GRADE Taxonomy 

The work presented in this paper is grounded in the GRADE taxonomy [22] and 
[24]. The GRADE taxonomy summarizes the relevant concepts and definitions for 
building models related to decision-making and supporting decision processes. On the 
highest level, the GRADE taxonomy combines five fundamental concepts of 
decision-making for software intensive systems: Goals, Roles, Assets, Decision and 
Environment (GRADE). These five fundamental concepts can be used as building 
blocks for creating models supporting decision-making. 
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Goals represent the starting point for a decision. They represent the internal 

business goals and customer goals, and have a broad impact on the entire product or 
even organization. The goals form an important input to the decision-making. 

Fig. 1. Mapping of GRADE to concepts in the decision model and the supporting models.   

Roles in the GRADE taxonomy represent individuals involved in the decision-
making. The roles are classified into types, functions, levels and perspectives.  

The assets concept in the GRADE taxonomy describes the decision assets (often 
encapsulated in a software component or software service) characterized by: origin, 
attributes, type, usage and realization options. 

The decision concept of GRADE contains the decision methods that can be used 
for estimating outcomes for a specific option among those evaluated in the decision-
making process.  

The environment concept of the GRADE taxonomy describes the environment 
before the decision was analyzed or made. It includes the characteristics of 
organizations, products, stakeholders, markets and business prior to making a 
decision.  

2.4 Decision-making in software business 

Running a software business requires making several decisions on multiple levels 
[1], ranging from strategic decisions about mergers, acquisition and take-overs [31], 
via tactical decisions on which ecosystem to join and support [16] to highly technical 
decisions on how to realize customer requirements in software. An increasing number 
of software companies evolve from the pure creator business archetype that implies 
code ownership but also development risk, high maintenance cost and full 
responsibility for delivering the required quality towards mixed or hybrid business 
models that imply taking on several business archetype roles [26]. At the same time, 
small and large companies take on outsourcing initiatives to reduce development costs 
and obtain valuable knowledge and inspiration. This shifts the center of gravity 
towards integration work and coordination of outsourced (often also offshored) sites 
into software products that deliver the value that customers expect. Finally, joining or 
creating an ecosystem entails a series of decisions regarding growing a healthy 
ecosystem [16], participating in ecosystem development and gaining importance and 
influence or disrupting markets by commoditization of ecosystem software. Each of 
the mentioned four asset origins thus has different implications both in the short term 
and in the long term. They come with different costs and prices and can bring 
different benefits. Decision-makers responsible for running their software businesses 
are faced with increased decision complexity and frequency that they need to cope 
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with to succeed with their business endeavors. An example here is decision-making in 
cloud computing environments for selecting appropriate services from different 
providers [22].  

3 Descriptive models  

Three descriptive models are built from the GRADE taxonomy to ensure that no 
aspect is missed in the decision-making. Thus, the descriptive models become part of 
an instantiation of the taxonomy. The instantiation includes two main parts: 
description of the concepts based on GRADE (the three descriptive models) and the 
actual decision-making process. 

The main objective of the decision approach presented is to enable a systematic 
way to select between different software asset origins, including potentially both 
software components and software services. The types considered represent four main 
asset origins: in-house, COTS, open source and outsourcing.  

The three descriptive models correspond to the five fundamental concepts in 
GRADE, as described and mapped in Figure 1. In particular, the five concepts 
comprise: 1) the three decision model cornerstones: stakeholders (roles), origins 
(assets) and criteria (goals); and 2) two supporting models – property models 
(decision) and context models (environment). The decision model with its three 
decision cornerstones are described in Section 3.1, the property models are discussed 
in Section 3.2 and the context models are further elaborated in Section 3.3. 

In addition to experience of the involved stakeholders, it is beneficial to support the 
decision-making with related historical evidence and experiences. This can be 
captured in an evidence-based knowledge repository, which is elaborated in some 
more detail in Section 4.  

3.1 Decision Model 

The decision model consists of three main cornerstones: 
Stakeholders – which stakeholders (and hence different perspectives) need to be 

involved? The stakeholders should be identified from the roles in GRADE that should 
be involved in the decision-making. The creator, distributor, lessor and broker 
business archetypes [26] help in identifying relevant stakeholders that influence the 
value creation and delivery processes. The current model involved both internal 
stakeholders as well as end customers and external stakeholders. As many software 
companies currently run hybrid business models with additional revenue streams 
originating from cross-selling and complementariness, the set of potential 
stakeholders is much broader than in the in-house scenario.  

The stakeholders have different perspectives (as described through the Roles 
concept in GRADE) that should be taken into account in the decision-making process. 
This could be exemplified with the following five software engineering areas: 1) 
business and requirements engineering, 2) non-functional properties, 3) life-cycle 
perspective, 4) architecture, and 5) implementation and integration, including 
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verification and validation. The business and requirements engineering perspective is 
responsible for capturing the customer value and translating it to the form that can be 
used for decision-making. Business analysts and requirements engineers play key 
roles in capturing and prioritizing customer needs. Other perspectives may also be 
relevant, for example the strategic management perspective. 

Origins – which type of asset origins should be considered (in-house, open source, 
COTS and/or outsourcing)? In this case, the asset concept in GRADE is defined as 
potentially coming from four different asset origins. Thus, it is assumed that the main 
decision to be taken relates to where a software component or service needed in a 
product or system is developed, obtained or acquired. The actual choice of, for 
example, a specific COTS component is not considered, i.e. the selection between 
competing alternative assets of the same origin. 

Criteria – which criteria should be evaluated to ensure an informed decision? The 
criteria are based on the Goal concept in GRADE. Since the goals may be quite 
general, some goals may not be relevant for a specific decision. It is important to 
acknowledge here that criteria can have at least three perspectives: customer 
perspective, internal-business perspective, and community (or ecosystem 
perspective). The goals and criteria should be identified and tagged by the relevant 
perspective and potential conflicts between perspectives should be identified and 
mitigated. The involved stakeholder roles should review the goals, mitigate potential 
conflicts and translate them into defined decision criteria to be used in the decision-
making. Criteria should be more detailed than the goals and need to be measurable, 
i.e. contain a threshold for a certain property attribute (e.g. a specific attribute of 
software quality or gaining 1 000 000 users of a software service within 2 months 
after the service is launched). Thus, criteria should be possible to evaluate, for 
example, they could state that a certain property should be above a certain threshold, 
and each criterion should be evaluated for each viable asset origin. The chosen criteria 
should be evaluated, where business risk most likely is always one of the criteria. 
Risk is a criterion by itself in relation to a specific asset origin, e.g. the risk of a COTS 
supplier going bankrupt. However, risk is also related to the uncertainty in specific 
decisions, their criteria, and the data they are based on, e.g. uncertainty in historical 
cost or reliability figures.  

The stakeholders contribute to the decision model as experts in their own area, for 
example, business, architecture or requirements. They are involved in evaluating 
possible asset origins viable for the specific case and formulating the criteria for the 
decision based on the goals. Furthermore, the experts provide input to the property 
models (see Section 3.2), they should describe the context of the decision (see Section 
3.3) and they should help in identifying similar historical evidence and experiences 
using the evidence-based knowledge repository (see Section 4). The latter includes 
prioritizing among important factors to compare with historical evidence. 
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3.2 Property Model 

The decision concept in GRADE includes both models to estimate specific 
properties and methods to, for example, weigh different criteria. The property models 
come into play in estimating outcomes of the criteria for different asset origins, i.e. 
there is a need to make the estimations wrt to different criteria for the relevant origins.  

A property model is an estimation model with respect to a decision criterion. The 
property model consists of a well-defined property and an evaluation method. For 
example, the property can be the number of active users and the evaluation method 
can be to check how many of these users have used the service the last seven days. A 
property model may contain other property models. Examples of properties include 
coordination costs, IT service costs and maintenance costs for selecting cloud 
computing services [22]. The evaluation method may be quite simplistic, for example, 
expert opinion or based on a sophisticated formal mathematical decision model [1]. 
Property models can also be more advanced, e.g. for the reliability criterion using 
software reliability growth models (SRGM) based on historical data from similar 
situations. Furthermore, some evaluation methods use generic statistical methods such 
as regression analysis, while others are based on general methods but still are tailored 
for a specific purpose such as SRGMs. Properties can and should also be estimated 
for aspects relevant for communities, ecosystems and markets and not only for a 
company’s internal or a project’s internal aspects. A good example here could be the 
degree of influence on ecosystem members or the state of a company’s reputation in a 
given ecosystem [16].  

Property models provide estimates of values for the different criteria, and in most 
cases the property models only handle one or a few properties at the time. Thus, there 
is a need to decide the priorities of the different criteria and hence the weighing 
between them, for example is cost more or less important than security. The methods 
for managing the priorities between criteria, or for combining outcomes in different 
ways are referred to as decision methods. For this purpose, it would be possible to 
use, for example, methods such as AHP [29] and HCV [3]. 

As part of the decision-making, it should be decided, for example, whether the 
stakeholders should try to take different time perspectives into account “manually” or 
if the property models should instead be used more than once, for example, to make 
estimations both for a short-term and a long-term perspective. 

3.3 Context Model 

The context model is a representation of the environment in which the decision is 
taken. There are two main objectives of the context model. First, it helps in 
identifying relevant criteria, property models and solutions previously used by others. 
Second, it structures the decision at hand for future use in the evidence-based 
knowledge repository. An example of a context model representation is presented in 
[25]. It comprises six dimensions of the environment, four that capture the 
organizational characteristics (including practices and tools) and two that are external 
to the organization (business environment characteristics). The context model also 
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extends the environment concept in GRADE as it helps to understand the context in 
the future and is integrated with the evidence-based knowledge repository described 
in Section 4.  

The context model should capture the current situation within an organization with 
respect to 1) product before the decision, 2) people involved in relation to the 
decision, 3) processes as well as 4) practices, techniques and tools. Furthermore, 
5) the organization as such should be captured, 6) the market should be described as a 
part of the context and other relevant aspects from the ecosystem that a company is 
involved in. We believe that for a comprehensive context description that includes 
business characteristics and can be effectively used for guiding business decisions, a 
possible future area of research is to expand the six dimensions described in [25] to 
better cover aspects such as the market, ecosystems and also business models. 

4 Evidence-based knowledge repository  

Historical information should be structured so that it is possible to find relevant or 
similar cases, for example, similar context, prioritized similar criteria or an interest in 
the same asset origins. The stored information may facilitate decision-making, but 
also to provide what is generically known as traceability of a decision: what a 
decision was about, who made the decision, and why the decision was made. This is 
often referred to as the rationale for a decision. In this respect, any repository ought to 
record all relevant aspects of a decision-making scenario. Furthermore, a repository 
ought to contain other available information such as research articles on the topic, and 
in particular systematic literature reviews, as well as publically available data or data 
shared between trusted partners that can help support different steps of decision-
making. 

Former decision information can represent an important support in the decision-
making process, at least to avoid errors made in the past. Therefore, if the repository 
was considered as a mere post-decision storage support, it is difficult to justify and 
motivate the effort of documenting decisions in detail. Furthermore, the repository 
would miss a lot of its potentials: 1) as mentioned before, recurring decisions might 
contain important lessons learned; and 2) multiple decisions could entail an agreement 
about a more general development vision (e.g., different properties derivable from the 
same goal by different stakeholders), thus requiring consistency. Thus, continuous 
and reliable data collection, as well as use of the data, should be performed to unlock 
the full potential that an evidence-based knowledge repository offers. 

The repository should be able to smoothly manage large amounts of data and 
should offer meaningful mechanisms to retrieve decisions as filtered by their 
prominent characteristics (i.e., the cornerstones of the decision model), and pointers to 
relevant studies on the topic. Compatibility and interoperability are important quality 
attributes of a good decision knowledge repository and therefore we recommend 
using open data standards supported by reliable quality management measures, e.g. 
ISO/IEC 25012 SQuaRE [15], OGD eight principles [23] or Web Information Quality 
assessment [5].   
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Fig. 2. The decision-making process including having a knowledge repository. 

5 Decision-making process 

The decision-making process represents the actual conduct of decision-making, and it 
is illustrated in Figure 2 using the numbering of the recommended steps below. Some 
steps may be perceived as more important than others. However, it has been chosen to 
present all steps as recommended steps, since the actual usefulness of the different 
steps and preferred order of the steps may vary from case to case. Thus, the order of 
the steps should be seen as one possible suitable order. Furthermore, an evidence-
based knowledge repository may not be available in all cases, and hence those steps 
may not be applicable in all cases. It should also be noted that iterations are expected. 
They may appear between any steps depending on the specific decision, or the 
specific circumstances in relation to a decision. Thus, Figure 2 only illustrates the 
expected iterations based on the evidence-based knowledge repository.  

 
The recommended steps in the decision-making process are as follows: 
1) Identify stakeholders to be involved in the decision – It is important to ensure 

coverage of roles and persons to make sure that the decision made is possible 
to implement efficiently. Each stakeholder that is relevant for the decision and 
its consequences for the business should be identified here.  

2) Evaluate the suitability of the four asset origins – The possible origins for a 
software asset should be identified. This includes investigating the technical 
and business compatibilities and the short and long term costs of selecting 
each asset option. In certain cases, not all asset origins are allowed or suitable. 
In some cases, the main decision is whether to do development in-house or 
going externally. Sometimes, open source solutions are not an option. Thus, 
the possible asset origins need to be identified carefully. 

3) Decide criteria from goals – Based on the goals of the development, criteria 
(both business and technical) have to be decided and suitable targets have to 
be set. The latter should be done so that different asset origins can be 
evaluated and compared with each other. In most cases, risk needs to be 
considered as one criterion, since it may differ substantially for different asset 
origins (in-house, COTS, open source and outsourcing). 
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4) Decide on priorities of criteria – In addition to deciding on targets for each 

criterion, it is also important to decide how they should be prioritized, e.g. 
using AHP [29] or HCV [3]. It may also be the case that certain stakeholders 
have more say in a decision, which has to be taken into account, i.e. different 
stakeholder roles may need to be weighed differently in the prioritization 
process. 

5) Decide on how to handle the time aspect – Certain solutions may be perceived 
better or worse in the short-term and long-term respectively. For example, a 
certain solution may be very good to get a product on the market, but it is not 
very good for the long-term architecture of the product. The time aspect is 
highly relevant for decisions that concern ecosystem participation or OSS 
involvement as in these two cases the competitive advantage created based on 
the ecosystem or OSS commodity layer comes with a long term maintenance 
cost. Thus, selective revealing should be considered and based on competitive 
advantage time estimates. The degree of commoditization or commoditization 
index should be projected onto the average sale time for new products.  To 
cope with the time aspect, the decision-makers either have to take time aspects 
into account when prioritizing between different asset origins or evaluations 
have to be done separately for different time aspects, e.g. short-term and long-
term, and the tradeoff between them has to be agreed upon. 

6) Describe the context – To enable comparison with previous cases internally 
and externally as well as with the research literature, the case has to be 
described. This should be done using the context model, where salient aspects 
have to be captured. This may include business model(s) used, application 
domain, system size and development method as well as a range of other 
aspects [25]. Independently, it is crucial to capture these aspects to enable 
identification of similar cases and hence relevant evidence and experiences.  

7) Look for similar cases in a knowledge repository – The identification of 
similar cases is done using the context model as well as the asset origins 
considered as suitable and the criteria. Thus, a similar case is defined as 
having some key aspects of the context in common (from Step 6) as well as a 
focus on similar criteria (from Steps 3 and 4) and similar suitable asset origins 
(Step 2). Similar cases are identified and studied to identify evidence and 
experience that are perceived important in the current case and to uncover 
potential alternative decision scenarios [8]. The knowledge repository could be 
solely based on internal cases or a more elaborate database containing both 
internal and external cases. The information in the knowledge repository may 
indicate that in other similar cases other asset origins, criteria, property models 
or decisions have been considered. Thus, it is important to be able to challenge 
the choices made in the other steps as illustrated in Figure 2. 

8) Decide on property models to use – Once the criteria are decided, there is a 
need to decide how the criteria should be evaluated. If having a knowledge 
repository, this can be done by retrieving valuable information from the 
knowledge repository in terms of what others have used in similar cases (Step 
7). If there is no knowledge repository, the property models for each criterion 
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have to be decided without additional support, whether they are expert 
opinions or more advanced estimation models. 

9) Make estimations using the property models – Given the chosen property 
models, estimations need to be done for each criterion for the asset origins 
under consideration and potentially for different time aspects based on the 
approach decided in Step 5. 

10) Weigh the estimation results of the selected properties based on the priorities 
of criteria – Based on the priorities of the different criteria, the estimation 
results from the different property models should be weighed together. This is 
non-trivial given that the values as such cannot be combined easily in many 
cases. It is rather the estimation of each criterion and its distance from the 
targets that need to be weighed together. 

11) Make a tentative decision – Once the outcomes from the property models have 
been weighed together, it should be possible for the decision-makers to make a 
tentative decision. If a knowledge repository is available, it is recommended to 
browse previous decisions and review relevant tentative scenarios and 
compare the tentative decision with decisions from similar cases as described 
in Step 7. Relevant business context factors should be evaluated here based on 
similar cases. This should be done to make a final evaluation of the decision, 
and ensure that the reasoning done is as correct as possible and that no 
relevant available information is ignored. 

12) Make a final decision – This has been the objective of the decision-making 
process and hence it is a very important step for the development. It is 
important that the stakeholders are able to communicate both the actual 
decision and the rationale for the decision. 

13) Store the case in the knowledge repository – The case information, including 
the context model, the criteria used, the stakeholders involved and the asset 
origins considered should be carefully documented. This step is important as it 
allows for transparency if the case is properly documented (including the 
decision rationale) and helps to organically grow the evidence-base knowledge 
repository. It is important to add new cases given the speed of change and 
hence ensure that recent cases are available for decisions to come. 

14) At the end of the decision-making process, the objective is that the 
stakeholders should have come to either a consensus or at least that the 
involved stakeholders know why the decision was made, and are able to 
communicate it in the organization. 

6 Summary and further work  

The decision support models and process may seem complex, but they address a 
challenging area for companies. The development of today’s software products, 
systems and services is a complex endeavor. The decisions of choosing software 
components (or services), whether being in-house development vs. external options 
such as COTS, open source and outsourcing, are most often strategic decisions and 
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they heavily influence competitiveness. The approach presented in this paper provides 
a starting point for supporting such decisions and address the research gap identified 
in a recent systematic literature review [2].  

The approach addresses several key questions to make a decision with respect to 
selecting the origin of software assets (components and services). However, before 
using the approach the actual decision needs to be determined, what to decide. The 
decision process as such illustrates how a decision may be made. Furthermore, who 
makes the decision is determined by the identification of the stakeholders. The main 
reasons for the decision, i.e. why a decision is made, are captured through the criteria 
in the decision model.  

The focus of this work is on selecting between different types of asset origins, and 
not between different actual components or services of the same type. The objective is 
to integrate selection of competing specific alternatives into the models and process, 
including both the tradeoffs between components and services as well as between 
different components or services of the same asset origin. This is part of further work 
as well as to empirically evaluate the proposal through case studies. 

The presented models and process is based on the assumption that the stakeholders 
involved into the decision-making process capture customer needs and values. Thus, 
the model can be applied for both B2B and B2C contexts as long as all relevant 
stakeholders are identified and involved in decision-making.  For B2C contexts, end 
users and other external stakeholders need to be involved and accurately represented.   

In future work, we plan to survey a number of business scenarios that involve 
diverse business models, asset origins, company characteristics and ecosystem 
participation models. We aim at characterizing these scenarios by identifying 
common and variable parts and clearly outlining short- and long-term consequences 
of each decision alternative. These should form guidelines that software business 
practitioners may use when considering various sourcing options. Moreover, we plan 
to expand our research on the evidence-based knowledge repository and create the 
first implementation of a repository that can support decision-makers. Finally, we 
plan to conduct an empirical study that will evaluate the presented decision-making 
approach and identify future work directions.  
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