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Abstract

In order to improve the efficiency of inspections, quantitative data on defect content
have to be the basis for decisions in the inspection process. An experience-based cap-
ture-recapture method is proposed, which overcomes some problems with the basic
pre-requisites of the original method. A C-code inspection experiment is conducted to
evaluate the enhanced method and its applicability to software code inspections. It is
concluded that the experience-based estimation procedure gives significantly better
estimates than the maximum-likelihood method and the estimates are not very sensi-
tive to changes in the inspection data.
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1. Introduction

Inspections are accepted widely in the software engineering community as efficient
contributors to improved software quality and reduced costs. The efficiency of inspec-
tions are seldom questioned anymore. Typical results according to Gilb (1993) show
that inspections’ direct savings pay back the invested time 2-6 times. However for a
specific inspection there is a need for quantitative methods to analyse the outcome of
an inspection. The data generally available after an inspection are the number of
defects identified and removed. However, these defects do not cause any problem
when being absent. It is more important to know how many defects that remain in the
software artifact, but this information is generally not available.

If the information on remaining defects was available, it could be applied to control the
development process, in order to utilize the development resources in the most cost-
effective manner. Based on the estimate of remaining defects, informed decisions could
be taken whether to accept the quality of the artifact or not. If the estimated number of
defects is below a given threshold, the artifact can be released for the next phase. Oth-
erwise, it has to be improved by, for example, a re-inspection.
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The capture-recapture method is a simple, but useful approach to quantify remaining
defects after inspection. The application of capture-recapture to software is proposed
by Eick et al. (1992); further studies and improvements are presented by Vander Wiel
and Votta (1993), Wohlin et al. (1995), Briand et al. (1997) and Ebrahimi (1997).
Related methods are proposed by Wohlin and Runeson (1998) and evaluated by Briand
et al. (1998). The principles behind the capture-recapture method are intuitively right,
however there are some basic problems in the preconditions for the estimation models
applied. The Mt model1 with maximum-likelihood (M-L) estimator is derived from the
assumptions that different defects have the same probability of being revealed, while
the reviewers are assumed to have different probabilities for finding the defects. The
Mh model with jackknife estimator assumes the opposite, namely that the defects have
different probabilities for being found, while all reviewers are assumed to have the
same probability for finding a specific defect. 

Neither of the two assumptions is sufficient. Different defects do not have the same
detection probabilities and different reviewers do not have the same probability for
finding a specific defect, depending on for example their background and skill.

2. Capture-recapture estimations

2.1  Introduction

In (Vander Wiel and Votta, 1993) it is concluded that the capture-recapture with maxi-
mum-likelihood estimates consequently gives underestimated values. To address the
above outlined problem, a filtering approach is proposed in (Wohlin et al., 1995). The
proposed method is evaluated in an inspection experiment in which a text document
was inspected. 

The principle behind the filtering approach is that the defects found are divided into
two classes based on a filter. One type of filter ensures that the faults found by only one
reviewer are collected in one class. Then a multiplicative factor is applied to that class
and the capture-recapture method with M-L estimates is applied to the other class of
defects.

The underlying assumption for this approach is that the Mt model with M-L estimate
takes into account that different reviewers have different probabilities for finding a spe-
cific defect, while all defects are assumed to have the same detection probability. In the
filtering approach we assume that the defects found by few reviewers have a lower
detection probability and those found by many reviewers have a higher detection prob-
ability. By handling these classes separately, the drawbacks of the M-L estimates are
reduced.

The filtering approach is briefly introduced in Section 2.3 below and elaborated in
depth in (Wohlin et al., 1995). The results are promising and shows improved estimates

1. Mt means model with variation by time response and Mh means model with variation by heterogene-

ity (Otis et al. 1978; White et al. 1982). In this paper we refer to the models by the name of the estima-

tors used, maximum-likelihood (M-L) and jackknife respectively. 
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of the defect content. In this paper, the multiplicative factor in the filter-based estima-
tion technique is enhanced by introducing an experience-based multiplicative factor.
The factor takes different reviewer profiles into account and helps organisations con-
tinuously improve their estimates.

In order to evaluate the application of capture-recapture and the experience-based mul-
tiplicative factor to code inspections, a C-code inspection experiment is conducted with
eight reviewers reading five different programs with known defects. In this paper we
report the experiment and evaluate the application of capture-recapture estimations
applying the filtering technique with experience-based factors on software code inspec-
tions.

There is nothing in the model principles that hinders applying capture-recapture mod-
els to inspection of any type of software artifacts. Inspections of requirements and
design documents and capture-recapture have been evaluated by Eick et al. (1992) and
Briand et al. (1998). In the experiment presented here we apply capture-recapture to
code inspections. In practice, code inspections are carried out by fewer people and usu-
ally after compilation. These constraints imply that fewer defects are found and the
overlap between reviewers is smaller, making it harder to get stable estimates from the
capture-recapture estimators.

In Section 2.2, the maximum-likelihood estimator is presented and in Section 2.3 the
filter approach is elaborated.

2.2  Maximum-Likelihood estimator

The M-L estimate can be derived by numerically maximizing the following equation
over , see (Eick et al., 1992):

(1)

where the following notations are used:

N – estimated initial number of defects
n – total number of unique defects found
nj – number of defects found by reviewer j

m – number of reviewers

More details on the maximum-likelihood and other estimators can be found in (Otis et
al., 1978; White et al., 1982).

2.3  Filter with multiplicative factor

In order to reduce the effects of the varying detection probabilities for different defects,
the defects are sorted into one of two classes via a filter. In the experiment reported in
(Wohlin et al., 1995) two types of filters are evaluated: 1) a filter which divides the
defects into classes based on the percentage of the reviewers that found the defect, and
2) a filter which puts all defects found by one reviewer in one class. In this experiment
we apply the latter since it is more suited in inspections with fewer participants. The

N n≥

L N( ) N
n⎝ ⎠
⎛ ⎞log nj njlog
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m

∑ Nm Nlog– N nj–( ) N nj–( )log
j 1=
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filter applied to this experiment ensures that the defects found by a single reviewer
belongs to class 1. The rest of the defects belong to class 2. 

The M-L estimate requires that there is an overlap between reviewers. It fails to esti-
mate the number of defects in class 1, since there is no overlap. Instead a multiplicative
factor (f) is applied. The multiplicative factor represents the number of defects in the
class of defects, related to the ones which are actually found by a single reviewer. The
M-L estimate is applied on defects in class 2.

The experience-based factor is defined as the average of the outcome of the k last
inspections: 

(2)

where the following notations are used:

N – actual number of initial defects

 – estimated number of initial defects
n – total number of unique defects found
Cl 1 – class 1, i.e. defects found by a single reviewer
Cl 2 – class 2, i.e. defects found by more than one reviewer

The window length, k, has to be chosen depending on the available reviewers’ experi-
ence, the stability of the inspection environment etc. In this case, we apply a k number
of 3. It is selected as a trade-off between stability and flexibility in the estimates. On
longer data runs, the window is to be tuned, keeping it as short as possible to remain
sensitive to environmental and team composition factors versus keeping it long enough
to avoid statistical variations.

To make the method simpler, it is based on the assumption that the estimates of the
number of class 2 defects are correct ( Cl 2). Hence only the class 1 estimates have to
be adjusted by the experience-based factor. 

The filter estimates are derived by applying the following method:

1. Divide the data into two classes. The defects found by a single reviewer belong to 
class 1 and the defects found by more than one reviewer belong to class 2.

2. Apply the maximum-likelihood estimator to the defects in class 2 ( Cl 2).

3. Multiply the number of defects in class 1 with the experience based factor ( Cl 1 = 
n Cl 1 * f).

4. Add the two estimates to obtain an estimate of the total number of defects 
( = Cl 1 + Cl 2)

5. Recalculate the experience-based factor with the new information, see equation (2).

In the experiment presented below, this estimation procedure is evaluated against the
pure M-L estimation procedure as presented in Section 2.2.

f 1
k---

Ni N̂Cl 2 i,–
nCl 1 i,

--------------------------
i 1=

k

∑=

N̂

N̂

N̂

N̂

N̂ N̂ N̂
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3. Inspection experiment

3.1  Experimental hypothesis

The hypothesis for the experiment is that the filtering method with defects found by a
single reviewer in one class, as presented in (Wohlin et al., 1995) and an experience-
based multiplicative factor is applicable to software code inspections as well. We
expect the experience-based method to give better estimates, i. e. 1) estimates closer to
the real value, 2) with less variance, and 3) less sensitive to variations in the inspection
team, than the capture-recapture method with only M-L estimates does. The hypothesis
is summarized as:

• Null hypothesis: The filtering method and an experience-based multiplicative fac-
tor, does not give better estimates than the capture-recapture method with only M-L
estimates.

• Alternative hypothesis: The filtering method and an experience-based multiplicative
factor, gives better estimates than the capture-recapture method with only M-L esti-
mates.

The hypothesis is divided into three sub-hypotheses as defined by items 1), 2) and 3)
above and it is tested by conducting an experiment with C-code inspections. 

3.2  Inspection objects

The software programs to be inspected are defined in (Humphrey, 1995) and developed
according to the Personal Software Process (PSP). The programming language used is
C. Programs 3A, 4A, 5A, 6A and 7A according to the PSP course scheme are selected
for inspections. Programs 1A and 2A were not selected due to risks for initialization
effects and a total number of five inspection objects were selected in the experiment as
a trade-off between reasonable workload for the participants and a sufficient number of
inspections for the experiment.

The programs solve small data structure, statistics and numerical problems. The size of
the final programs are between 85 and 304 lines of C-code, according to the defined
code counting standard. Some of the code in the programs developed later, is reused
from earlier developed programs. The reuse relations are presented in Figure 1 and
more detailed information is shown in Table 1. The reviewers knew the reuse relations,
and those who reviewed software parts which they already had reviewed before, could
thus use this information to focus on non-reused parts.   

FIGURE 1. Reuse between programs

4A3A 5A

6A 7A
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During the PSP development, a baseline of the software programs was frozen before
any compile, inspection or test. The programs are further developed in the PSP devel-
opment and thus the defects are identified, which are used as a reference to the inspec-
tion experiment. The baseline “before compile and inspection” programs are used as
inspection objects in this experiment. The number of defects in the programs and their
size are shown in Table 1.

The defects are hence not seeded in the code, but are real defects introduced during
software development. Functional defects as well as cosmetic ones, like misspelled
comments, are counted as defects. The majority of the defects are of syntax type, and
the second largest class of defects are of functional type, such as logic, pointers and
loops. The defects are classified according to the scheme presented in the PSP context
(Humphrey, 1995), see Table 2, which is based on (Chillarege et al., 1992). Defect type
data are presented in conjunction with the defect data in the annex, Table 12 to
Table 16.

3.3  Experiment participants

The inspection experiment was conducted by eight reviewers with various industrial
and academical background. Four reviewers were PhD students (B, D, E and G), three
were software engineering seniors (C, F and H) and one was a recently graduated soft-
ware engineer (A). Two of the reviewers (C and F) took part also in the former text
inspection experiment (Wohlin et al., 1995) but the current experiment is totally inde-
pendent of the inspection objects in that study. The reviewers were categorized accord-

TABLE 1. Defect and size data

Program 3A 4A 5A 6A 7A Total
Defects 22 16 16 35 20 109

LOCa

a. These figures include new and reused code.

190 113 85 304 208 900

LOC reused
b

b. Humphrey differs between library reuse and base program reuse (Humphrey, 1995). 
LOC reused include both reuse categories and are calculated as 
Base–Deleted–Modified+Reused according to the definitions by Humphrey.

0 0 0 167 162 329

TABLE 2. Defect classification scheme

Class Description
10 Documentation
20 Syntax
30 Build, Package
40 Assignment
50 Interface
60 Checking
70 Data
80 Function
90 System
100 Environment
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ing to a reviewer profile scheme. They rated their experience on a scale from 1 to 4,
where 1 means no knowledge or experience while 4 means more than three years expe-
rience. The profile is presented in Table 3. The table also shows the defect detection
yield from the experiment, calculated as number of defects found by the reviewer,
divided by the number of defects in the reviewed documents. Finally, the time spent by
each reviewer is listed. 

Three types of reviewer profiles can be identified among the reviewers (experience
levels from the profile given in parentheses):

• Seniors within SE (4), but less familiar within problem domain (2) and C code
inspection (1) - reviewers C, F and H.

• Less experienced within SE (2–3), but more familiar within the problem domain (3)
and C code inspection (2) - reviewers B, D, E and G.

• Less senior within SE (2–3) as well as problem domain (1) and C code inspection
(1) - reviewer A.

Correlation analysis is conducted between detection yields versus the characteristics of
the reviewers and the time spent by each reviewer. An analysis is conducted with
reviewer A removed as well, since this reviewer has low experience rating but high
detection yield. The correlation analysis is presented in Table 4.

The three first areas are correlated to the defect detection yield ( , ).
However, the correlation is negative, thus implying that increased experience has a

TABLE 3. Reviewer profile for reviewers A-H

Area A B C D E F G H
SE state of the art knowledge 3 3 4 3 4 4 3 4
SE practice 2 2 4 2 2 4 2 4
C coding experience 1 3 3 3 2 4 2 2
Problem domain experience 1 3 2 3 3 2 3 2
Inspection experience (general) 3 2 3 2 3 3 2 4
Inspection experience (C-code) 1 2 1 2 2 1 2 1
Defect detection yield 0.535 0.276 0.123 0.411 0.323 0.204 0.366 0.278
Time spent (minutes) 217 170 117 199 88 200 198 153

TABLE 4. Correlation between reviewer profile and defect detection yield

All reviewers Reviewer A removed

r α r α

1. SE state of the art knowledge vs yield –0.696 0.055 –0.654 0.118

2. SE practice vs yield –0.761 0.026 –0.767 0.043

3. C coding experience vs yield –0.700 0.052 –0.446 0.337

4. Problem domain experience vs yield –0.155 0.726 0.782 0.036

5. Inspection experience (general) vs yield –0.233 0.596 –0.474 0.030

6. Inspection experience (C-code) vs yield 0.249 0.569 0.782 0.036

7. Time vs yield 0.529 0.188 0.347 0.470

r 0,7≈ α 0,06<
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negative impact on the result. One explanation to this result can be that the reviewer
profile does not take into account whether the experience is fresh or some years old.
The SE seniors had not worked with low level coding for some years, and the least
experienced reviewer in SE in general and C coding was actively working with other
coding languages. This indicates that the reviewer profile has to capture other aspects
than the one currently used. 

Removing reviewer A, which seems to differ from the other with respect to experience
rating vs detection yield, gives slightly different results. Still the first two areas are neg-
atively correlated to the detection yield. Now, however, the problem domain experi-
ence and C code inspection experience is positively correlated to detection yield.

It is important to notice that the varying detection yield between reviewers emphasizes
the need for using estimation procedures which allow for different probabilities in find-
ing defects, as identified in Chapter 2. This implies that the basic assumption of the
jackknife estimator is violated, which assumes that all reviewers have the same detec-
tion yield. The drawbacks of jackknife estimations is confirmed by Vander Wiel and
Votta (1993). Hence in the rest of this paper we are working with the M-L estimator. In
later research, opposite results are shown and the jackknife estimator is found to be bet-
ter than the M-L estimator (Briand et al., 1997).

3.4  Experiment execution

Each of the reviewers reviewed three programs out of the set of five. The programs
were randomly allocated to the reviewers. Programs 3A-6A were reviewed by five
reviewers each, while program 7A was reviewed by four reviewers.

The reviewers were given a package for each program containing:

• Code review process with:
- corresponding code review checklist
- time recording log
- defect recording log

• C program code listing

• Requirements specification from the PSP book (Humphrey, 1995)

• Program design (textual)

The reviewers performed individual inspections. They were informed that the esti-
mated inspection time was an hour per program, but they were free to spend more or
less time if they liked to. Actually spent time varied between 88 and 217 minutes for
three programs, see Table 3. The programs were inspected in consecutive order, time
spent and defects found were logged and the results were collected. No common
inspection meeting was held due to calendar management problems. The absence of a
inspection meeting is not considered a threat to the experiment. We point to the contin-
uing debate about the value of the inspection meeting as discussed by (Votta, 1995;
Porter et al., 1995; Johnson and Tjahjono, 1998).

After the inspection, the data were collected and analysed. Before the analysis, judge-
ment was made on which defects are true ones and which are false positives. For exam-
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ple some reviewers had counted multiple defects which others had counted as single
ones. Furthermore, the reviewers logged suspect defects where they were not really
sure whether it was correct or not. Defects are counted independently of whether they
are seriously affecting functionality or are minor misspellings or violations of coding
rules.

The resulting defect data are presented in the annex, Table 12 to Table 16.

3.5  Threats to the experiment

Setting up an experiment involving human subjects always includes risks that parame-
ters out of experimental control affect the result. Identified threats to the validity are
presented below and their impact on the result is evaluated. Threats to the internal
validity are:

Selection effects.  The reviewers were allocated randomly to the programs to be
reviewed. The purpose was not to compose a specific competency profile team, but to
compose a team out of the available competency. The inspection order of the programs
was not random, but consecutive, which might be a threat to the experiment. However,
since all reviewers did not inspect all programs, the issue is not critical. For example,
program 5A is inspected as the last program by a reviewer assigned to 3A, 4A and 5A
while it is inspected as the first program by a reviewer assigned to programs 5A, 6A
and 7A.

Maturation effects. The objects were inspected in increasing order, thus there is a risk
of being better skilled at the third inspection than at the first one. On the other hand,
motivation decreases with time which makes the reviewers less motivated in the later
inspection. The detection yields in Table 9 show examples of both effects, thus it is
assumed that there is no systematic impact on the result.

Instrumentation effects. The reviewers were aware of that they took part in an inspec-
tion experiment, thus they might act different than they usually did. On the other hand,
the experiment’s purpose is to evaluate two different estimation methods. The inspec-
tions in itself are not the study object, but the data generated from the inspections.

Threats to external validity of the experiment are:

Experimental scale. The inspected code was written by a novice in C programming.
Hence the share of syntactic defects was high, 51%, giving the risk that the results are
not valid externally in an environment with another defect type distribution. 

The inspected programs were small, and the results might not be scalable into larger
problems. However the programs are of the magnitude of size possible to inspect in
one step (Fagan, 1986), so from that perspective the results are applicable on parts of
larger programs as well.

Subject generalizability. Some of the reviewers (B, D, E and G) had better domain
knowledge, in that they had conducted the PSP course a few months before the experi-
ment took place. There is a risk that this affects the results. However, reviewer A, who
had not conducted the PSP course before, also had higher detection yield than the expe-
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rienced seniors, and there is no significant correlation between problem domain experi-
ence and detection yield, see Table 4, at least when considering all reviewers.

Subject representativeness. The reviewers were selected among PhD students within
software engineering and software engineering seniors in industry. The reviewers rep-
resent detailed C programming knowledge as well as general software engineering
experience, which is representative of available experience in industry, but the share of
the latter group in this experiment is probably higher than in a code inspection team in
industry. 

4. Data analysis

4.1  General

In the analysis of the experiment data, two different estimation techniques are applied
to estimate the number of defects in the inspected code. First an M-L estimation is
applied (Eick et al., 1992). Secondly the filter approach with an M-L estimation com-
bined with an experience-based factor is used (Wohlin et al., 1995). A sensitivity anal-
ysis of both methods is conducted where the data set is reduced by withdrawing one
reviewer, and the effect on the estimates are studied.

The goodness of the results is evaluated using the estimate’s numerical and percentage
error compared to the actual value. The percentage error is defined as: 

(3)

where: 

N – actual number of initial defects

 – estimated number of initial defects

The percentage error as well as the absolute percentage error are analysed.

It shall be noted that the limited number of defects in the code makes the estimates sen-
sitive to single defects as well as to the fact that the number of defects is discrete. A
single defect contributes to the estimate with between 2.8 and 6.3 percent for programs
with 35 and 16 defects respectively. 

It can be argued that the syntax errors should not be included in the study since indus-
try practice is that inspections are performed after compile. The analyses presented
below are conducted without the syntax defects (type 20) as well. The results of these
analyses are consistent with the presented ones, but the estimation errors have a larger
variation, since the models are more sensitive to the change of a single data point when
we have fewer defects.

%error 100 N̂ N–( )
N----------------------------=

N̂
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4.2  Maximum-Likelihood

Applying the M-L estimator on the experiment data gives results between the correct
estimate and 27% overestimate, see Table 5. The mean value of the percentage error in
this study is 10.5% and standard deviation is 10.7%.  

The percentage errors for the analysis without syntax defects are 0%, 29%, 50%, 400%
and 8% for programs 3A–7A respectively, i.e. four overestimates out of five, but with
higher %error values. 

The M-L estimate is used as a reference when applying the experience-based multipli-
cative factor approach below. The results from the M-L estimates in this experiment
differ from earlier investigations where the M-L method has provided consequent
underestimates (Vander Wiel and Votta, 1993; Wohlin et al., 1995). It is assumed that
this relates to the fact that in this experiment the reviewers cover close to 100% of the
defects, see Table 9.

4.3  Filter with multiplicative factor

In the filtering approach, the estimations are performed in a sequence where the former
program(s) are employed as experience base. In the analysis reported in Table 6, the
three last estimates are used as experience base. In the text reading experiment (Wohlin
et al., 1995), the experience-based factor is 2.11. This factor is used for the initial anal-
ysis and then an experience-based factor is derived for C-code inspections. The initial
value is not included in the experience base since it comes from another type of inspec-
tion objects. The calculations behind Table 6 are explained for program 5A.

In the inspection of program 5A, 8 defects were found by a single reviewer (nCl 1) and
7 defects where found by more than one reviewer (nCl 2). The estimate of class 1
defects ( Cl 1) is then calculated as the number of found defects multiplied with the
experience factor (8*1.2Ý10). The class 2 estimate ( Cl 2) is determined using the M-
L estimator, which estimates the number of defects to be 7. The estimated total number
of defects ( ) is 10+7=17 defects, while the correct number (N) is 16, i.e. the error is 1
defect overestimate. The percentage error is . The new
experience factor is calculated based on data for class 1 from the three last inspections
(3A, 4A and 5A). The contribution from program 3A to the factor is according to for-

TABLE 5. Maximum-Likelihood estimates

Program %error
3A 18 28 22 +6 +27%
4A 15 16 16 0 0%
5A 15 17 16 +1 +6%
6A 33 39 35 +4 +11%
7A 20 25 20 +5 +25%

Meana

a. The mean and standard deviation values are based only on programs 4A-7A since these fig-
ures are used for comparison with the filtering technique below.

+10.5%

St.dev. 10.7%

n N̂ N N̂ N–

N̂
N̂

N̂
100 17 16–( ) 16⁄( ) 6%=
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mula (2): (22–4)/14 = 18/14; from 4A: (16–8)/7= 8/7; and from 5A: (16–7)/8 = 9/8.
The new factor is calculated as the average of those three.

The analysis of the filter approach results in rather stable estimates, one or two defects
over correct value. The mean error over the four experience-based estimates (4A-7A)
is 7.0% and the standard deviation 2.0%. The reason for excluding the first value is that
this estimate is based on experience from another type of inspection object. For the
same reason, the factor used initially in the 3A estimation is not included in the experi-
ence base.

For the analysis without syntax defects, the percentage errors are 42%, 14%, 25%, 6%
and 8% for programs 3A–7A respectively.

Figure 2 shows a comparison of the absolute percentage errors between the pure M-L
and the filter estimates. The filter estimate of program 3A is excluded from the mean
and standard deviation since it is based on experience from other circumstances. It can
be concluded that the experience-based estimates in programs 4A-7A deviate less from
the correct value than the M-L estimates do. The mean values are 10.5% and 7.0% for
the M-L and filter respectively and the standard deviations are 10.7% and 2.0% respec-
tively.

TABLE 6. Experience-based filter estimates

Program %error New factor

Cl 1 Cl 2 Cl 1 Cl 2
3A 14 4 30 4 22 12 +54%

4A 7 8 9 8 16 1 +6%

5A 8 7 10 7 16 1 +6%

6A 19 14 23 14 35 2 +6%

7A 15 5 17 5 20 2 +10%

Meana

a. The mean and the standard deviation are calculated over programs 4A-7A since 3A is based on 
experience from another type of inspection object.

+7.0%

St.dev 2.0%

n N̂ N N̂ N–

18
14------ 1,29=

1
2---

18
14------ 8

7---+⎝ ⎠
⎛ ⎞ 1,2=

1
3---
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14------ 8

7---
9
8---+ +⎝ ⎠

⎛ ⎞ 1,18=

1
3
--- 8

7
--- 9

8
--- 21

19
------+ +⎝ ⎠

⎛ ⎞ 1,16=

1
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⎛ ⎞ 1,11=
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Even though the mean error is lower in the filter estimates than in the M-L, the differ-
ence between the methods is not statistically significant, see Table 7. Neither a Wil-
coxon rank test nor a t-test for correlated samples give significant results (Siegel and
Castellan, 1988; Montgomery, 1991). However according to an F-test, the variance is
significantly lower in the filter method at a significance level of 0.05. 

4.4  Sensitivity analysis maximum-likelihood

In order to analyse how sensitive the estimates are to the composition of the inspection
teams, a sensitivity analysis is conducted. If an estimate is very sensitive to the contri-
bution of a single reviewer, the estimates will vary depending on the composition of
the review team. This will probably disturb the defect content estimates. The ideal esti-
mation technique will give the same estimate independently of changes in the inspec-
tion team.

The sensitivity analysis is performed by removing the reviewers, one by one, from the
inspection team and performing an analysis on the remaining defect data. In Figure 3
the percentage error is plotted related to which reviewer is removed in the sensitivity
analysis. To the left, the reviewer who found least defect is removed and to the right,
the reviewer who found most defects is removed. The analysis data are presented in
Table 8. For example, the data point (1,+36%) corresponds to the estimate of program
3A with reviewer B removed, which has the lowest rating (1) and the %error is +36%.

TABLE 7. Statistical analysis M-L versus filter estimates

Study quantity Test Test parameter
Degr. of 
freedom Significance level

Mean Wilcoxon rank T–=2 3 Not significant

Mean t-test t=0.787 3 Not significant
Standard deviation F-test f= 28.42 3 0.05

6A 7A3A 4A 5A

30%

20%

10%

50%

40%

4A-7A

10.5±10.7%
7.0±2.0%

|%error|

Program 
number

FIGURE 2. Percentage error for M-L and filter estimates respectively.

M-L absolute error
Filter absolute error
 mean ± st. dev.
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TABLE 8. Sensitivity analysis Maximum-Likelihood.

Program %error Reviewer removed

ID Rating
3A 12

15
15
17
17

17
27
21
34
30

22

-5
5
-1
12
8

-23%
+23%
-5%
+55%
+36%

D
H
F
C
B

5
4
3
2
1

4A 12
14
13
15
14

12
18
14
17
15

16

-4
2
-2
1
-1

-25%
+12,5%
-12,5%
+6%
-6%

D
G
E
H
F

5
4
3
2
1

5A 12
13
13
14
15

14
15
15
17
18

16

-2
-1
-1
2
3

-12,5%
-6%
-6%
+6%
+12,5%

A
B
H
F
C

5
4
3
2
1

6A 23
33
30
30
31

27
49
38
37
35

35

-8
16
3
2
0

-20%
+40%
+9%
+6%
0%

A
D
E
G
C

5
4
3
2
1

7A 13
17
18
17

15
22
25
20

20
-5
2
5
0

-25%
+10%
+25%
0%

A
G
B
E

5
4
2
1

FIGURE 3. Percentage error related to the rating of reviewer removed in the sensitivity 
analysis of M-L estimates.

*3
*2

*2

-40%

-20%

0%

20%

40%

60%

0 1 2 3 4 5

Rating of reveiwer removed

n N̂ N N̂ N–
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The sensitivity analysis of the M-L estimate reveals that the estimate is rather sensitive
to the composition of inspection teams. Removing the reviewer with highest detection
yield gives results of up to 25% underestimate. Removing the one with lowest detec-
tion yield gives estimates between correct and 36% overestimation. Program 3A can be
studied in Table 8 as an extreme example of the sensitivity of the M-L method to the
composition of inspection teams.

The average of the absolute percentage error of estimates for programs 4A-7A with
one reviewer removed is 12.6%, with 10.2% standard deviation. The variation over dif-
ferent programs is shown in Figure 4. 

One reason behind the variation in the sensitivity analysis is that one of the precondi-
tions for the M-L estimate is not fulfilled: it is assumed that the probability for each
reviewer to find the defects is the same. The detection yield in the experiment is calcu-
lated for all combinations of reviewers and programs as the number of defects found by
the reviewer in the program, divided by the total number of defects in that program, see
Table 9.  

The yield varies between 0.057 and 0.57 for single programs, i.e. a factor 10, and
between 0.123 and 0.535 for the total yield for reviewers, a factor 4.3. The experience-
based filtering approach is introduced to overcome these variations.

TABLE 9. Defect detection yields for reviewers A-H

A B C D E F G H All
3A - 0.136 0.182 0.364 - 0.182 - 0.273 0.818
4A - - - 0.625 0.313 0.125 0.437 0.188 0.937
5A 0.437 0.375 0.188 - - 0.313 - 0.375 0.937
6A 0.571 - 0.057 0.343 0.343 - 0.315 - 0.943
7A 0.550 0.350 - - 0.300 - 0.400 - 1.000
Total 0.535 0.276 0.123 0.411 0.323 0.204 0.366 0.278

3A 4A 5A 6A 7A  4A-7A

30%

20%

10%

% abs error mean
% abs error ± st. dev.

12.6±10.2%

50%

40%

|%error|

Program
number

FIGURE 4. Sensitivity analysis of M-L estimates
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4.5  Sensitivity analysis filter with multiplicative factor’

The sensitivity analysis for the filtering approach with the experience based factor is
conducted as for the analysis of the approach with M-L estimates only: the reviewers
are removed, one by one, and an estimation is performed with the limited set of review-
ers. In Figure 5 the percentage error is plotted related to which reviewer is removed in
the sensitivity analysis. To the left, the least contributing reviewer is removed and to
the right, the most contributing reviewer is removed. In Table 10, the complete analysis
data are presented. 

In the analysis, the multiplicative factor for program 3A is set to 2.11 and thereafter it
is based on the previous analyses for the same type of inspection team. For example,
the factor for analysis of program 4A, the reviewer with the highest rating removed, is
based on the outcome of the analysis of program 3A with the reviewer with the highest
rating removed.

FIGURE 5. Percentage error related to the rating of reviewer removed in the sensitivity 
analysis of filter estimates.

*2*2

-40%

-20%

0%

20%

40%

60%

0 1 2 3 4 5

Rating of reveiwer removed
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The variation in the filter estimates over different programs, compared to the M-L esti-
mates is shown in Figure 6. The figure shows the mean values and standard deviations
for the different analyses with one reviewer removed. The staples to the right shows the
mean and standard deviation for the estimates with one reviewer removed for all the
programs 4A-7A.

TABLE 10. Sensitivity analysis, filter.

Prog %error
New 
factor

Reviewer removed

Cl 1 Cl 2 Cl 1 Cl 2 ID Rating
3A 9

13
11
15
14

3
2
4
2
3

19
27
23
32
30

3
2
4
2
3

22

0
+7
+5
+12
+11

0%
+32%
+23%
+55%
+50%

2.11
1.54
1.64
1.33
1.36

D
H
F
C
B

5
4
3
2
1

4A 8
8
5
8
7

4
6
8
7
7

17
12
8
11
10

4
6
8
7
7

16

+5
+2
0
+2
+1

+31%
+12%
0%
+12%
+6%

1.8
1.39
1.62
1.23
1.32

D
G
E
H
F

5
4
3
2
1

5A 6
7
8
8
9

6
6
5
6
6

11
10
13
10
12

6
6
5
6
6

16

+1
0
+2
0
+2

+6%
0%
+12%
0%
+12%

1.76
1.41
1.54
1.24
1.25

A
B
H
F
C

5
4
3
2
1

6A 11
22
19
18
16

12
11
11
12
15

19
31
29
22
20

12
11
11
12
15

35

-4
+7
+5
-1
0

-11%
+20%
+14%
-3%
0%

1.87
1.30
1.44
1.25
1.25

A
D
E
G
C

5
4
3
2
1

7A 8
13
14
12

5
4
4
5

15
17
18
15

5
4
4
5

20
0
+1
+2
0

0%
+5%
+10%
0%

1.87
1.28
1.34
1.25

A
G
B
E

5
4
2
1

n N̂ N N̂ N–
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FIGURE 6. Sensitivity analysis of experience-based filter estimates compared to M-L 
estimates.

The sensitivity analysis shows that the experience-based estimates are less sensitive to
variations than the M-L estimates. The absolute mean error compared to correct value
is 12.6% and 8.1% for the M-L and filter estimates respectively, and the standard devi-
ation is 10.2% and 8.2% respectively. The differences in favour of the filter method are
statistically significant, see Table 11. Wilcoxon rank test and the t-test judges the dif-
ference in the mean value on a significance level close to 0.1. The F-test judges the var-
iance to be smaller with the filter method on a significance level of 0.05. This means
that the H0 hypothesis can be rejected with respect to less sensitivity to inspection team
composition.

Another important issue to notice from the experiment is that the multiplicative factor
depends on the reviewer profile. The analysis based on all but the highest rate reviewer
(5) has a factor in the range of 1.7-2.1, see Table 10 and Figure 7, while the analysis

TABLE 11. Statistical analysis M-L versus filter estimates

Study quantity Test Test parameter
Degr. of 
freedom Significance level

Mean Wilcoxon rank T–=48 17 0.09

Mean t-test t=1.54 18 0.1
Standard deviation F-test f= 3.0 18 0.05

3A 4A 5A 6A 7A  

30%

20%

10%

% M-L abs error mean

% abs mean ± st. dev.

4A-7A

12.6±10.2%
8.1±8.2%

50%

40%

|%error|

Program
number

% filter abs error mean



An Experimental Evaluation of an Experience-Based Capture-Recapture Method in Software Code Inspections19 August 1998 19

based on all but lowest rate reviewer (1) has a factor in the range of 1.2-1.4. Hence the
factor differs with the contribution of the group members.

5. Conclusion and further work

It can be concluded that capture-recapture estimates using M-L suffer from the same
problems in this experiment as reported before (Vander Wiel and Votta, 1993; Wohlin
et al., 1995), i.e. the precondition of the same detection probabilities is not fulfilled,
hence the estimates fail. The difference in this study is that the earlier reported underes-
timates are changed into overestimates. Furthermore the sensitivity analysis shows that
the method is sensitive to changing the composition of inspection teams. 

The H0 hypothesis can not be rejected as it is formulated in Section 3.1. However, two
out of three sub-hypotheses can be rejected: 1) The mean estimate is not significantly
better with the filter method. 2) The variance is significantly less in the filter analysis at
a level of 0.05. 3) Applying the filter technique and multiplicative factor gives esti-
mates which are less sensitive to changes in the review team, i.e. the mean percentage
error and the variance are significantly less at a significance level of 0.1 and 0.05
respectively.

The filtering technique provides a very pragmatic application method: Multiply the
number of defects found in class 1 with a factor and apply the M-L estimate to the
defects found in class 2. 

The key issue in this method is the multiplicative factor. The factor is dependent on the
composition of the inspection team. It can be concluded from the sensitivity analysis
that the factor is higher for the team with the highest detection yield reviewer removed,
than for the team with the lowest detection yield reviewer removed. The factor is 1.7-
2.1 in the first case and 1.2-1.4 in the latter case. The experience-based filter approach,
which is proposed in this paper, takes this into account as long as the reviewer profile is
stable over different inspection occasions.

FIGURE 7. Value of multiplicative value versus rating of reviewer removed.

*2

*3

1

1,4

1,8

2,2

0 1 2 3 4 5

Rating of reveiwer removed
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Future enhancement of the estimation method will be in the area of correlating the mul-
tiplicative value to some sort of characterization of the reviewers. A possible solution
is to define three types of reviewer teams, low, medium, and high, based on characteri-
zation of their experience, performance in earlier inspections, time spent in the current
inspection etc. To each of the team types, an experience based multiplicative factor is
related which is applied when estimating defects after an inspection by that type of
team. 

In this experiment it is concluded that the multiplicative factor in the sensitivity analy-
sis changed depending on whether the reviewer with high or low detection yield is
removed. Thus the characterization of the group of reviewers would change and
another multiplicative value should be selected.

Another approach to reducing the variation of individuals’ contribution is to remove
the reviewers with highest and lowest detection yields and conduct the estimate based
on the reviewers in the middle. The drawback is that we lose data, but the advantage is
that the outliers in terms of detection yield are removed.

Further work with this approach is to find a way to characterize the reviewer group and
to empirically evaluate the outcome. A first step might be to debrief the reviewers in
the study to find factors affecting their performance. 

As in all empirical studies, the need for replication of results can not be stressed
enough. The PSP environment utilized in this experiment enhances the possibility of
replicating the work.
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Annex: Defect detection data 

TABLE 12. Defect data program 3A

Defect no Type B C D F H
1 20 0 0 0 0 0
2 20 0 0 1 0 0
3 20 0 0 1 0 0
4 20 0 0 1 0 0
5 20 0 0 1 0 0
6 40 1 1 1 1 1
7 80 1 0 0 0 0
8 20 0 0 1 0 0
9 80 1 1 0 0 0
10 80 0 0 0 0 0
11 80 0 0 0 0 0
12 20 0 0 0 0 0
13 80 0 0 0 1 0
14 20 0 0 0 1 0
15 80 0 0 0 1 0
16 100 0 0 1 0 1
17 10 0 0 1 0 0
18 100 0 0 0 0 1
19 20 0 1 0 0 1
20 20 0 0 0 0 1
21 20 0 0 0 0 1
22 10 0 1 0 0 0

Sum 3 4 8 4 6
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TABLE 13. Defect data program 4A

Defect no Type D E F G H
1 20 1 0 0 0 0
2 20 1 0 0 0 0
3 40 1 0 0 1 0
4 20 1 1 0 1 0
5 20 1 1 0 1 0
6 20 0 1 0 1 1
7 40 1 0 0 0 1
8 20 0 0 0 0 0
9 80 0 0 1 0 0
10 80 1 0 0 1 0
11 20 1 0 0 1 1
12 90 1 0 0 0 0
13 20 1 0 1 0 0
14 20 0 0 0 1 0
15 80 0 1 0 0 0
16 80 0 1 0 0 0

Sum 10 5 2 7 3

TABLE 14. Defect data program 5A

Defect no Type A B C F H
1 20 0 0 1 0 1
2 20 0 0 0 0 0
3 20 1 0 0 0 0
4 20 1 0 0 1 1
5 20 0 1 1 1 0
6 20 1 0 0 0 0
7 20 1 1 1 1 0
8 20 1 1 0 0 1
9 20 0 1 0 1 0
10 20 0 1 0 0 0
11 80 0 1 0 0 0
12 100 1 0 0 0 1
13 20 1 0 0 0 0
14 10 0 0 0 0 1
15 50 0 0 0 1 0
16 20 0 0 0 0 1

Sum 7 6 3 5 6
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TABLE 15. Defect data program 6A

Defect no Type A C D E G
1 20 0 0 0 0 1
2 20 0 0 1 1 1
3 20 1 0 1 1 1
4 20 0 0 0 0 0
5 20 1 0 1 0 1
6 20 1 0 0 1 0
7 20 1 0 0 1 0
8 100 0 0 0 0 1
9 40 0 0 0 0 0
10 20 0 0 1 1 0
11 20 1 0 1 1 0
12 20 1 0 1 1 0
13 20 0 0 1 1 0
14 20 1 0 1 1 0
15 20 0 0 1 0 1
16 20 0 0 1 0 1
17 100 1 0 0 0 0
18 100 1 0 0 0 0
19 100 1 0 0 0 0
20 100 1 0 0 0 0
21 20 1 0 0 0 0
22 80 1 0 0 0 0
23 80 1 0 0 0 0
24 80 1 0 0 0 0
25 80 1 0 0 0 0
26 80 1 0 0 0 0
27 20 1 0 1 0 1
28 80 1 0 0 0 1
29 20 1 0 1 0 1
30 50 0 0 0 0 1
31 80 0 0 0 1 0
32 80 0 0 0 1 0
33 80 0 0 0 1 0
34 80 0 1 0 0 0
35 80 0 1 0 0 0

Sum 20 2 12 12 11
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TABLE 16. Defect data program 7A

Defect no Type A B E G
1 80 1 1 0 1
2 80 1 1 1 1
3 80 1 1 1 1
4 80 1 1 1 1
5 20 0 1 0 0
6 80 0 1 0 0
7 80 0 1 0 1
8 20 1 0 0 0
9 80 1 0 0 0
10 20 1 0 0 0
11 20 1 0 0 0
12 20 1 0 0 0
13 80 1 0 0 0
14 20 1 0 0 0
15 50 0 0 0 1
16 80 0 0 0 1
17 20 0 0 0 1
18 80 0 0 1 0
19 80 0 0 1 0
20 80 0 0 1 0

Sum 11 7 6 8


